State machine with Arduino (Part 2)

# The vending machine

In this part, we will simulate a simple vending machine. To make matters simple, we will agree that:

* This machine distributes bottles of water.
* Each bottle sells for 75¢.
* Only dollars and quarters are accepted.
* When a dollar is used to pay, a quarter will be returned for change.
* When a quarter has been inserted, dollars are not accepted anymore.

We will use 2 buttons: One to simulate dropping a quarter and another one to simulate dropping a dollar.

We will use two LEDs: One to simulate that the can has been dropped, and another one to simulate that the change has been given.

This machine will have 5 states:
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WAIT : Probe the two switches:  
If dollar: change state to GIVE CHANGE state  
If quarter: change state to TWENTYFIVE state

TWENTYFIVE: Probe the quarter switch  
If quarter: change state to FIFTY state

FIFTY: Probe the quarter switch  
If quarter: change state to DROP CAN state

GIVE CHANGE: Flash LED  
Change state to DROP CAN state

DROP CAN: Flash LED  
Change state to WAIT state

First, we define the state machine:

enum VendingMachineStates {WAIT, TWENTYFIVE, FIFTY, GIVE\_CHANGE, DROP\_CAN};

VendingMachineStates vmState = WAIT;

void vendingMachine() { //We will complete it later

switch (vmState) {

case WAIT: { break: }

case TWENTYFIVE { break: }

case FIFTY: { break: }

case GIVE\_CHANGE: { break: }

case DROP\_CAN: { break: }

}

}

We will use the debouncer:

#include <EdgeDebounceLite.h>

EdgeDebounceLite debounce;

We will need to read two switches. We will use the switch state machine that we created in Part 1. We will just modify it so that it can use more than one switch (changes are in blue).

enum SwitchStates {IS\_OPEN, IS\_RISING, IS\_CLOSED, IS\_FALLING};

SwitchStates switchState[2] = {IS\_OPEN, IS\_OPEN};

byte switchPin[2] = {10, 11};

enum SwitchModes {PULLUP, PULLDOWN};

SwitchModes switchMode[2] = {PULLUP, PULLUP};

void switchMachine(byte i) {

byte pinIs = debounce.pin(switchPin[i]);

if (switchMode[i] == PULLUP) pinIs = !pinIs;

switch (switchState[i]) {

case IS\_OPEN: { if(pinIs == HIGH) switchState[i] = IS\_RISING; break; }

case IS\_RISING: { switchState[i] = IS\_CLOSED; break; }

case IS\_CLOSED: { if(pinIs == LOW) switchState[i] = IS\_FALLING; break; }

case IS\_FALLING: { switchState[i] = IS\_OPEN; break; }

}

}

We will create two functions to read the switches:

bool dollarInserted() {

switchMachine(0);

if (switchState[0] == IS\_FALLING) return true;

else return false;

}

bool quarterInserted() {

switchMachine(1);

if (switchState[1] == IS\_FALLING) return true;

else return false;

}

We will just quickly blink the LEDs so we can afford to use delay() for this.

byte ledPin[2] = {2, 3};

void blinkLed(byte i) {

digitalWrite(ledPin[i], HIGH);

delay(10);

digitalWrite(ledPin[i], LOW);

}

We will create two functions to blink the LEDs

void giveChange() {

blinkLed(0);

}

void dropCan() {

blinkLed(1);

}

Now we can complete the vending machine code.

void vendingMachine() {

switch (vmState) {

case WAIT: { if (dollarInserted()) vmState = GIVE\_CHANGE;

if (quarterInserted()) vmState = TWENTYFIVE; break: }

case TWENTYFIVE { if (quarterInserted()) vmState = FIFTY; break: }

case FIFTY: { if (quarterInserted()) vmState = DROP\_CAN; break: }

case GIVE\_CHANGE: { giveChange(); vmState = DROP\_CAN; break: }

case DROP\_CAN: { dropCan(); vmState = WAIT; break: }

}

}

Putting it all together with debounced switches gives:

#include <EdgeDebounceLite.h>

EdgeDebounceLite debounce;

enum VendingMachineStates {WAIT, TWENTYFIVE, FIFTY, GIVE\_CHANGE, DROP\_CAN};

VendingMachineStates vmState = WAIT;

enum SwitchStates {IS\_OPEN, IS\_RISING, IS\_CLOSED, IS\_FALLING};

SwitchStates switchState[2] = {IS\_OPEN, IS\_OPEN};

byte switchPin[2] = {10, 11};

enum SwitchModes {PULLUP, PULLDOWN};

SwitchModes switchMode[2] = {PULLUP, PULLUP};

byte ledPin[2] = {2, 3};

void switchMachine(byte i) {

byte pinIs = debounce.pin(switchPin[i]);

if (switchMode[i] == PULLUP) pinIs = !pinIs;

switch (switchState[i]) {

case IS\_OPEN: { if(pinIs == HIGH) switchState[i] = IS\_RISING; break; }

case IS\_RISING: { switchState[i] = IS\_CLOSED; break; }

case IS\_CLOSED: { if(pinIs == LOW) switchState[i] = IS\_FALLING; break; }

case IS\_FALLING: { switchState[i] = IS\_OPEN; break; }

}

}

bool dollarInserted() {

switchMachine(0);

if (switchState[0] == IS\_FALLING) return true;

else return false;

}

bool quarterInserted() {

switchMachine(1);

if (switchState[1] == IS\_FALLING) return true;

else return false;

}

void blinkLed(byte i) {

digitalWrite(ledPin[i], HIGH);

delay(10);

digitalWrite(ledPin[i], LOW);

}

void giveChange() {

blinkLed(0);

}

void dropCan() {

blinkLed(1);

}

void vendingMachine() {

switch (vmState) {

case WAIT: { if (dollarInserted()) vmState = GIVE\_CHANGE;

if (quarterInserted()) vmState = TWENTYFIVE; break; }

case TWENTYFIVE: { if (quarterInserted()) vmState = FIFTY; break; }

case FIFTY: { if (quarterInserted()) vmState = DROP\_CAN; break; }

case GIVE\_CHANGE: { giveChange(); vmState = DROP\_CAN; break; }

case DROP\_CAN: { dropCan(); vmState = WAIT; break; }

}

}

void setup() {

for (int i = 0 ; i < 2 ; i++) pinMode(switchPin[i], INPUT\_PULLUP);

for (int i = 0 ; i < 2 ; i++) pinMode(ledPin[i], OUTPUT);

}

void loop() {

vendingMachine();

}

NEXT PAGE: THE TRAFFIC LIGHTS STATE MACHINE

# The Traffic Lights

We will now take a look at an example with traffic lights. Sometown wants to add traffic lights on the corner of Main Street and Pine Street.

![](data:image/png;base64,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)

Main Street

Pine Street

EAST / WEST NORTH / SOUTH

# Description of the street lights

* Main Street is a two lines street and has a third line at intersections to allow cars to turn left. Its green light will be on for 20 seconds. The yellow light will be on for 3 seconds and then light will turn red.
* Pine Street is a secondary street. Its green light will be on for 10 seconds. The yellow light will be on for 3 seconds and then the light will turn red.
* After that Pine Street’s light turns red, the cars on the Main Street will have their light on to turn left for 10 seconds. It will then blink for 3 seconds, and finally, the light will turn off.
* If a button is pressed by a pedestrian, he/she will get his/her walk light after the turn left light turns off. The walk light is on for 5 seconds, it will blink for 10 seconds and then it will turn off. Both walk lights will be activated.
* When a red light comes on, all red lights stay on for 2 seconds.

# Hardware requirements

## The LEDs

We need 8 LEDs

#define MAIN\_G\_PIN 2 //Main Street green LED pin

#define MAIN\_Y\_PIN 3 //Main Street yellow LED pin

#define MAIN\_R\_PIN 4 //Main Street red LED pin

#define PINE\_G\_PIN 5 //Pine Street green LED pin

#define PINE\_Y\_PIN 6 //Pine Street yellow LED pin

#define PINE\_R\_PIN 7 //Pine Street red LED pin

#define TURN\_PIN 8 //Turn left LED pin

#define WALK\_PIN 9 //Pedestrian LED pin

Two of those LEDs will be blinking at some point. We will blink at a 250 milliseconds rate (4 times per second).

#define BLINK\_SPEED 250

We will use the blink without delay technique, so we need a chronometer.

unsigned long blinkChrono;

This is the same blink function that has been seen in the **millis** Tutorial, except for the fourth line that actually turns the pin on and off. It **writes** to the pin: NOT what it **reads** from the pin. Thanks to UKHeliBob from the Arduino Forum for this idea.

void blink(byte ID) {

if (millis() - blinkChrono >= BLINK\_SPEED) {

blinkChrono = millis();

digitalWrite(ID, !digitalRead(ID));

}

}

## The switch

The pedestrians will have four switches to call for a walk light. All four switches are connected in parallel, so we need only one pin to read them. We will use our Switch state machine from part 1.

Of course, we will debounce the switches.

#include <EdgeDebounceLite.h>

EdgeDebounceLite debounce;

The global variable *pedestrians* is a flag that is set to true when the pin IS\_FALLING (click). The Traffic Light State Machine will read this flag to decide if it will run the WALK sequence.

bool pedestrians = false;

byte switchPin = 10;

enum SwitchStates {IS\_OPEN, IS\_RISING, IS\_CLOSED, IS\_FALLING};

SwitchStates switchState = IS\_OPEN;

enum SwitchModes {PULLUP, PULLDOWN};

SwitchModes switchMode = PULLUP;

void readSwitch() {

byte pinIs = debounce.pin(switchPin);

if (switchMode == PULLUP) pinIs = !pinIs;

switch (switchState) {

case IS\_OPEN: { if(pinIs == HIGH) switchState = IS\_RISING; break; }

case IS\_RISING: { switchState = IS\_CLOSED; break; }

case IS\_CLOSED: { if(pinIs == LOW) switchState = IS\_FALLING; break; }

case IS\_FALLING: { pedestrians = true; switchState = IS\_OPEN; break; }

}

}

# The Traffic Light State Machine

enum TraficLights { MAIN\_G, MAIN\_Y, MAIN\_R, PINE\_G, PINE\_Y, PINE\_R,  
 TURN\_G, TURN\_Y, TURN\_R, WALK\_G, WALK\_Y, WALK\_R};
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TraficLights statusTL = MAIN\_R;

For the Main and Pine states, the algorithm is:

* We check if the time is up to jump to the next state. If so:
  + We reset the chronometer
  + We turn off the light from our state
  + We turn on the one for the other state
  + We change the machine’s state
* We jump out of the switch construct

For the Turn left and Walk states, we have to manage the On, Blink and Off cycles. When they are in a *green* state, we will write the pin HIGH and when they are in a *red* state, we will write the pin LOW. When they are in a *yellow* state, we call *blink* each time that the state is probed (before the *if* statement).

The last state that is special is when it is time to leave the TURN\_R state. We have to check if the pedestrian button has been pressed in this cycle to decide if we are going to the MAIN\_G state or the WALK\_G state.

void trafficLights() {

switch(statusTL) {

case MAIN\_G: { if (millis() - chrono >= 20000) {

chrono = millis();

digitalWrite(MAIN\_G\_PIN, LOW);

digitalWrite(MAIN\_Y\_PIN, HIGH);

statusTL = MAIN\_Y; }

break; }

case MAIN\_Y: { if (millis() - chrono >= 3000) {

chrono = millis();

digitalWrite(MAIN\_Y\_PIN, LOW);

digitalWrite(MAIN\_R\_PIN, HIGH);

statusTL = MAIN\_R; }

break; }

case MAIN\_R: { if (millis() - chrono >= 2000) {

chrono = millis();

digitalWrite(PINE\_R\_PIN, LOW);

digitalWrite(PINE\_G\_PIN, HIGH);

statusTL = PINE\_G; }

break; }

case PINE\_G: { if (millis() - chrono >= 10000) {

chrono = millis();

digitalWrite(PINE\_G\_PIN, LOW);

digitalWrite(PINE\_Y\_PIN, HIGH);

statusTL = PINE\_Y; }

break; }

case PINE\_Y: { if (millis() - chrono >= 3000) {

chrono = millis();

digitalWrite(PINE\_Y\_PIN, LOW);

digitalWrite(PINE\_R\_PIN, HIGH);

statusTL = PINE\_R; }

break; }

case PINE\_R: { if (millis() - chrono >= 2000) {

chrono = millis();

digitalWrite(TURN\_PIN, HIGH);

statusTL = TURN\_G; }

break; }

case TURN\_G: { if (millis() - chrono >= 10000) {

chrono = millis();

statusTL = TURN\_Y; }

break; }

case TURN\_Y: { blink(TURN\_PIN);

if (millis() - chrono >= 3000) {

chrono = millis();

digitalWrite(TURN\_PIN, LOW);

statusTL = TURN\_R; }

break; }

case TURN\_R: { if (millis() - chrono >= 2000) {

chrono = millis();

if (pedestrians) {

pedestrians = false;

digitalWrite(WALK\_PIN, HIGH);

statusTL = WALK\_G; }

else {

digitalWrite(MAIN\_R\_PIN, LOW);

digitalWrite(MAIN\_G\_PIN, HIGH);

statusTL = MAIN\_G; } }

break; }

case WALK\_G: { if (millis() - chrono >= 5000) {

chrono = millis();

statusTL = WALK\_Y; }

break; }

case WALK\_Y: { blink(WALK\_PIN);

if (millis() - chrono >= 10000) {

chrono = millis();

digitalWrite(WALK\_PIN, LOW);

statusTL = WALK\_R; }

break; }

case WALK\_R: { if (millis() - chrono >= 2000) {

chrono = millis();

digitalWrite(MAIN\_R\_PIN, LOW);

digitalWrite(MAIN\_G\_PIN, HIGH);

statusTL = MAIN\_G; }

break; }

}

}

# The setup and the loop

We will set the pin modes for all the LEDs and the switch. We will also make sure that the LEDs are appropriate for the start state: All the LEDs are off except for the red Main Street LED and the red Pine Street LED.

void setup() {

for (byte i =2 ; i <= 9 ; i++) { pinMode(i, OUTPUT); digitalWrite(i, LOW); }

pinMode(switchPin, INPUT\_PULLUP);

digitalWrite(MAIN\_R\_PIN, HIGH);

digitalWrite(PINE\_R\_PIN, HIGH);

}

The loop only has to read the switch and call the Traffic Light State Machine.

void loop() {

readSwitch();

trafficLights();

}

Jacques Bellavance